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# Делегаты

Делегат представляет собой объект, который может ссылаться на метод. Следовательно, когда создается делегат, то в итоге получается объект, содержащий ссылку на метод. Метод можно вызывать по этой ссылке. Иными словами, делегат позволяет вызывать метод, на который он ссылается.

По сути, делегат — это безопасный в отношении типов объект, указывающий на другой метод (или, возможно, список методов) приложения, который может быть вызван позднее. В частности, объект делегата поддерживает три важных фрагмента информации:

* адрес метода, на котором он вызывается;
* аргументы (если есть) этого метода;
* возвращаемое значение (если есть) этого метода.

Как только делегат создан и снабжен необходимой информацией, он может динамически вызывать методы, на которые указывает, во время выполнения.

Пример. Создадим метод, который будет выводить значения некоторых функций от a до b. Чтобы иметь возможность использовать метод с различными функциями, используем механизм делегатов.

|  |
| --- |
| using System;  namespace DelegatesAndEvents\_010  {  // Описываем делегат. В делегате описывается сигнатура методов, на  // которые сможет ссылаться делегат в дальнейшем (хранить в себе)  public **delegate** double Fun(double x);  class Program  {  // Создаем метод, который принимает делегат  // То есть на практике, этот метод сможет принимать любой метод  // с такой же сигнатурой как у делегата  public static void Table(Fun F, double x, double b)  {  Console.WriteLine("----- X ----- Y -----");  while (x <= b)  {  Console.WriteLine("| {0,8:0.000} | {1,8:0.000} |", x, F(x));  x += 1;  }  Console.WriteLine("---------------------");  }  // Создаем метод для передачи его в качестве параметра в Table  public static double MyFunc(double x)  {  return x \* x \* x;  }  static void Main()  {  // Создаем новый делегат и передаем ссылку на него в метод Table  Console.WriteLine("Таблица функции MyFunc:");  // Параметры метода и тип возвращаемого значения, должны совпадать с делегатом  Table(new Fun(MyFunc),-2,2);  Console.WriteLine("Еще раз та же таблица, но вызов организован по новому");  // Упрощение(c C# 2.0).Делегат создается автоматически.  Table(MyFunc, -2, 2);  Console.WriteLine("Таблица функции Sin:");  Table(Math.Sin, -2, 2); // Можно передавать уже созданные методы  Console.WriteLine("Таблица функции x^2:");  // Упрощение(с C# 2.0). Использование анонимного метода  Table(delegate (double x) { return x \* x; }, 0, 3);  }  }  } |

Это небольшое знакомство с делегатами нам понадобится немного позже, а сейчас перейдем к изучению возможностей C# по работе с файловой системой.

# Организация системы ввода-вывода

С#-программы выполняют операции ввода-вывода посредством потоков, которые построены на иерархии классов. Поток (stream) — это абстракция, которая генерирует и принимает данные. С помощью потока можно читать данные из различных источников (клавиатура, файл) и записывать в различные источники (принтер, экран, файл). Несмотря на то, что потоки связываются с различными физическими устройствами, характер поведения всех потоков одинаков. Поэтому классы и методы ввода-вывода можно применить ко многим типам устройств.

![](data:image/png;base64,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)

На самом низком уровне иерархии потоков ввода-вывода находятся потоки, оперирующие байтами. Это объясняется тем, что многие устройства при выполнении операций ввода-вывода ориентированы на байты. Однако для человека привычнее оперировать символами, поэтому разработаны символьные потоки, которые фактически представляют собой оболочки, выполняющие преобразование байтовых потоков в символьные и наоборот. Кроме этого, реализованы потоки для работы с int-, double-, short- значениями, которые также представляют оболочку для байтовых потоков, но работают не с самими значениями, а с их внутренним представлением в виде двоичных кодов.

Центральную часть потоковой С#-системы занимает класс Stream пространства имен System.IO. Класс Stream представляет байтовый поток и является базовым для всех остальных потоковых классов. Из класса Stream выведены такие байтовые классы потоков как:

1. FileStream - байтовый поток, разработанный для файлового ввода-вывода;
2. BufferedStream - заключает в оболочку байтовый поток и добавляет буферизацию, которая во многих случаях увеличивает производительность программы;
3. MemoryStream - байтовый поток, который использует память для хранения данных.

Программист может вывести собственные потоковые классы. Однако, для подавляющего большинства приложений достаточно встроенных потоков.

Подробно мы рассмотрим класс FileStream, классы StreamWriter и StreamReader, представляющие собой оболочки для класса FileStream и позволяющие преобразовывать байтовые потоки в символьные, а также классы BinaryWriter и BinaryReader, представляющие собой оболочки для класса FileStream и позволяющие преобразовывать байтовые потоки в двоичные для работы с int-, double-, short- и т.д. значениями.

## Байтовый поток

Чтобы создать байтовый поток, связанный с файлом, создается объект класса FileStream. При этом в классе определено несколько конструкторов. Чаще всего используется конструктор, который открывает поток для чтения и/или записи:

|  |
| --- |
| FileStream(string filename, FileMode mode) |

где:

1) параметр filename определяет имя файла, с которым будет связан поток ввода-вывода данных; при этом filename определяет либо полный путь к файлу, либо имя файла, который находится в папке bin/debug вашего проекта.

2) параметр mode определяет режим открытия файла, который может принимать одно из возможных значений, определенных перечислением FileMode:

1. FileMode.Append - предназначен для добавления данных в конец файла;
2. FileMode.Create – предназначен для создания нового файла, при этом, если существует файл с таким же именем, то он будет предварительно удален;
3. FileMode.CreateNew - предназначен для создания нового файла, при этом файл с таким же именем не должен существовать;
4. FileMоde.Open - предназначен для открытия существующего файла;
5. FileMode.ОpenOrCreate - если файл существует, то открывает его, в противном случае создает новый
6. FileMode.Truncate - открывает существующий файл, но усекает его длину до нуля.

Другая версия конструктора позволяет ограничить доступ только чтением или только записью:

|  |
| --- |
| FileStream(string filename, FileMode mode, FileAccess how) |

где:

1. параметры filename и mode имеют то же назначение, что и в предыдущей версии конструктора;
2. параметр how, определяет способ доступа к файлу и может принимать одно из значений, определенных перечислением FileAccess:
3. FileAccess.Read – только чтение;
4. FileAccess.Write – только запись;
5. FileAccess.ReadWrite - и чтение, и запись.

После установления связи байтового потока с физическим файлом внутренний указатель потока устанавливается на начальный байт файла.

Для чтения очередного байта из потока, связанного с физическим файлом, используется метод ReadByte(). После прочтения очередного байта внутренний указатель перемещается на следующий байт файла. Если достигнут конец файла, то метод ReadByte() возвращает значение -1.

Для побайтовой записи данных в поток используется метод WriteByte().

По завершении работы с файлом его необходимо закрыть. Для этого достаточно вызвать метод Close(). При закрытии файла освобождаются системные ресурсы, ранее выделенные для этого файла, что дает возможность использовать их для работы с другими файлами.

Рассмотрим пример использования класса FileStream, для копирования одного файла в другой. Но вначале создадим текстовый файл data.txt в папке bin/debug текущего проекта.и внесем в него произвольную информацию, например:

Привет!   
1: Сообщение  
1234567890  
3,14

|  |
| --- |
| using System;  using System.IO;// для работы с потоками ввода-вывода  class Program  {  static void Main()  {  try  {  FileStream fileIn = new FileStream("data.txt", FileMode.Open, FileAccess.Read);  FileStream fileOut = new FileStream("newData.txt", FileMode.Create, FileAccess.Write);  int i;  while ((i = fileIn.ReadByte())!=-1)  {  // запись очередного байта в поток, связанный с файлом fileOut  fileOut.WriteByte((byte)i);  }  fileIn.Close();  fileOut.Close();  }  catch (Exception exc)  {  Console.WriteLine(exc.Message);  }  Console.WriteLine("Файл успешно скопирован");  }  } |

## 

## Символьный поток

Чтобы создать символьный поток, нужно поместить объект класса Stream (например, FileStream) «внутрь» объекта класса StreamWriter или объекта класса StreamReader. В этом случае байтовый поток будет автоматически преобразовываться в символьный.

Класс StreamWriter предназначен для организации выходного символьного потока. В нем определено несколько конструкторов. Один из них записывается следующим образом:

|  |
| --- |
| StreamWriter(Stream stream); |

где параметр stream определяет имя уже открытого байтового потока. Например, создать экземпляр класса StreamWriter можно следующим образом:

|  |
| --- |
| StreamWriter fileOut=new StreamWriter(new FileStream("text.txt", FileMode.Create, FileAccess.Write)); |

Этот конструктор генерирует исключение типа ArgumentException, если поток stream не открыт для вывода, и исключение типа ArgumentNullException, если поток имеет null-значение.

Другой вид конструктора позволяет открыть поток сразу через обращения к файлу:

|  |
| --- |
| StreamWriter(string name); |

где параметр name определяет имя открываемого файла.

Например, обратиться к данному конструктору можно следующим образом:

|  |
| --- |
| StreamWriter fileOut=new StreamWriter("c:\\temp\\data.txt"); |

И еще один вариант конструктора StreamWriter:

|  |
| --- |
| StreamWriter(string name, bool appendFlag); |

где параметр name определяет имя открываемого файла;

Параметр appendFlag может принимать значение true – если нужно добавлять данные в конец файла, или false – если файл необходимо перезаписать.

Например:

|  |
| --- |
| StreamWriter fileOut=new StreamWriter("t.txt", true); |

Теперь для записи данных в поток fileOut можно обратиться к методу WriteLine. Это можно сделать следующим образом:

|  |
| --- |
| fileOut.WriteLine("test"); |

В данном случае в конец файла t.txt будет дописано слово test.

Класс StreamReader предназначен для организации входного символьного потока. Один из его конструкторов выглядит следующим образом:

|  |
| --- |
| StreamReader(Stream stream); |

где параметр stream определяет имя уже открытого байтового потока.

Этот конструктор генерирует исключение типа ArgumentException, если поток stream не открыт для ввода.

Например, создать экземпляр класса StreamWriter можно следующим образом:

|  |
| --- |
| StreamReader fileIn = new StreamReader(new FileStream("text.txt", FileMode.Open, FileAccess.Read)); |

Как и в случае с классом StreamWriter, у класса StreamReader есть и другой вид конструктора, который позволяет открыть файл напрямую:

|  |
| --- |
| StreamReader (string name); |

где параметр name определяет имя открываемого файла.

Обратиться к данному конструктору можно следующим образом:

|  |
| --- |
| StreamReader fileIn=new StreamReader ("c:\\temp\\data.txt"); |

В C# символы реализуются кодировкой Unicode. Для того, чтобы можно было обрабатывать текстовые файлы, содержащие русский символы, созданные, например, в Блокноте, рекомендуется вызывать следующий вид конструктора StreamReader:

|  |
| --- |
| StreamReader fileIn=new StreamReader ("c:\temp\data.txt", Encoding.GetEncoding(1251)); |

Параметр Encoding.GetEncoding(1251) говорит о том, что будет выполняться преобразование из кода Windows-1251 (одна из модификаций кода ASCII, содержащая русские символы) в Unicode. Encoding.GetEncoding(1251) реализован в пространстве имен System.Text.

Теперь для чтения данных из потока fileIn можно воспользоваться методом ReadLine. При этом, если будет достигнут конец файла, то метод ReadLine вернет значение null.

Рассмотрим пример, в котором данные из одного файла копируются в другой, но уже с использованием классов StreamWriter и StreamReader.

Данный способ копирования одного файла в другой, даст нам тот же результат, что и при использовании байтовых потоков. Однако, его работа будет менее эффективной, т.к. будет тратиться дополнительное время на преобразование байтов в символы. Но у символьных потоков есть свои преимущества. Например, мы можем использовать регулярные выражения для поиска заданных фрагментов текста в файле.

|  |
| --- |
| using System;  using System.Text.RegularExpressions;  using System.IO;  // Поиск всех чисел в файле  namespace StreamReader\_RegularExpress  {  class Program  {  static void Main(string[] args)  {  StreamReader fileIn = new StreamReader("hobbit.txt");  StreamWriter fileOut = new StreamWriter("numbers.txt", false);  string text = fileIn.ReadToEnd();  Regex r = new Regex(@"[-+]?\d+");  Match integer = r.Match(text);  while (integer.Success)  {  Console.WriteLine(integer);  fileOut.WriteLine(integer);  integer = integer.NextMatch();  }  fileIn.Close();  fileOut.Close();  Console.ReadKey();  }  }  } |

## Двоичные потоки

Двоичные файлы хранят данные в том же виде, в котором они представлены в оперативной памяти, то есть во внутреннем представлении. Двоичные файлы не применяются для просмотра человеком, они используются только для программной обработки.

Выходной поток BinaryWriter поддерживает произвольный доступ, т.е. имеется возможность выполнять запись в произвольную позицию двоичного файла. Наиболее важные методы потока BinaryWriter:

|  |  |
| --- | --- |
| **Член класса** | **Описание** |
| BaseStream | Определяет базовый поток, с которым работает объект BinaryWriter |
| Close | Закрывает поток |
| Flush | Очищает буфер |
| Seek | Устанавливает позицию в текущем потоке |
| Write | Записывает значение в текущий поток |

Наиболее важные методы выходного потока BinaryReader:

|  |  |
| --- | --- |
| **Член класса** | **Описание** |
| BaseStream | Определяет базовый поток, с которым работает объект BinaryReader |
| Close | Закрывает поток |
| PeekChar | Возвращает следующий символ потока без перемещения внутреннего указателя в потоке |
| Read | Считывает очередной поток байтов или символов и сохраняет в массиве, передаваемом во входном параметре |
| ReadBoolean, ReadByte, ReadInt32 и т.д | Считывает из потока данные определенного типа |

Двоичный поток открывается на основе базового протока (например, FileStream), при этом двоичный поток будет преобразовывать байтовый поток в значения int-, double-, short- и т.д.

Рассмотрим пример формирования двоичного файла:

Попытка просмотреть двоичный файл через текстовый редактор неинформативна. Двоичный файл просматривается программным путем, например, следующим образом (должен быть создал файл data.bin)

|  |
| --- |
| static void Main() {  FileStream f=new FileStream("data.bin",FileMode.Open);  BinaryReader fIn=new BinaryReader(f);  long n=f.Length/4; // определяем количество чисел в двоичном поток int a;  for (int i=0; i<n; i++)  {  a=fIn.ReadInt32();  Console.Write(a+" ");  }  fIn.Close();  f.Close(); } |

Двоичные файлы являются файлами с произвольным доступом, при этом нумерация элементов в двоичном файле ведется с нуля. Произвольный доступ обеспечивает метод Seek. Рассмотрим его синтаксис:

|  |
| --- |
| Seek(long newPos, SeekOrigin pos) |

где параметр newPos определяет новую позицию внутреннего указателя файла в байтах относительно исходной позиции указателя, которая определяется параметром pos. В свою очередь параметр pos должен быть задан одним из значений перечисления SeekOrigin:

|  |  |
| --- | --- |
| **Значение** | **Описание** |
| SeekOrigin.Begin | Поиск от начала файла |
| SeekOrigin.Current | Поиск от текущей позиции указателя |
| SeekOrigin.End | Поиск от конца файла |

После вызова метода Seek следующие операции чтения или записи будут выполняться с новой позиции внутреннего указателя файла.

Рассмотрим пример организации произвольного доступа к двоичному файлу:

|  |
| --- |
| using System;  using System.IO;  namespace BinaryStream2  {  class Program  {  static void Main()  {  // изменение данных в двоичном потоке  FileStream f = new FileStream("data.dat", FileMode.Open);  BinaryWriter fOut = new BinaryWriter(f);  long n = f.Length; // определяем количество байт в байтовом потоке  int a;  for (int i = 0; i < n; i += 8) // сдвиг на две позиции, т.к. тип int занимает 4 байта  {  fOut.Seek(i, SeekOrigin.Begin);  fOut.Write(0);  }  fOut.Close();  // чтение данных из двоичного потока  f = new FileStream("data.dat", FileMode.Open);  BinaryReader fIn = new BinaryReader(f);  n = f.Length / 4; // определяем количество чисел в двоичном потоке  for (int i = 0; i < n; i++)  {  a = fIn.ReadInt32();  Console.Write(a + " ");  }  fIn.Close();  f.Close();  }  }  } |

# Работа с файловой системой

В пространстве имен System.IO предусмотрено четыре класса, которые предназначены для работы с файловой системой компьютера, т.е для создания, удаления, переноса и т.д. файлов и каталогов.

Первые два типа — **Directory** и **Filе** реализуют свои возможности с помощью *статических методов*, поэтому данные классы можно использовать без создания соответствующих объектов (экземпляров классов).

Классы **DirectoryInfo** и **FileInfo** обладают схожими функциональными возможностями c Directory и Filе, но требуют создания соответствующих экземпляров классов.

## 

## 

## Класс FileInfo

Рассмотрим некоторые свойства класса:

|  |  |
| --- | --- |
| **Свойство** | **Описание** |
| Attributes | Позволяет получить или установить атрибуты для данного объекта файловой системы. Для этого свойства используются значения и перечисления FileAttributes |
| CreationTime | Позволяет получить или установить время создания объекта файловой системы |
| Exists | Может быть использовано для того, чтобы определить, существует ли данный объект файловой системы |
| Extension | Позволяет получить расширение для файла |
| FullName | Возвращает имя файла или каталога с указанием пути к нему в файловой системе |
| LastAccessTime | Позволяет получить или установить время последнего обращения к объекту файловой системы |
| LastWriteTime | Позволяет получить или установить время последнего внесения изменений в объект файловой системы |
| Name | Возвращает имя указанного файла. Это свойство доступно только для чтения. Для каталогов возвращает имя последнего каталога в иерархии, если это возможно. Если нет, возвращает полностью определенное имя |

В FileSystemInfo предусмотрено и несколько методов. Например, метод Delete() - позволяет удалить объект файловой системы с жесткого диска, a Refresh() — обновить информацию об объекте файловой системы.

## Класс DirectoryInfo

Данный класс наследует члены класса FileSystemInfo и содержит дополнительный набор членов, которые предназначены для создания, перемещения, удаления, получения информации о каталогах и подкаталогах в файловой системе.

Наиболее важные члены класса содержатся в следующей таблице:

|  |  |
| --- | --- |
| **Член** | **Описание** |
| Create()  CreateSubDirectory() | Создают каталог (или подкаталог) по указанному пути в файловой системе |
| Delete() | Удаляет пустой каталог |
| GetDirectories() | Позволяет получить доступ к подкаталогам текущего каталога (в виде массива объектов DirectoryInfo) |
| GetFiles() | Позволяет получить доступ к файлам текущего каталога (в виде массива объектов FileInfo) |
| MoveTo() | Перемещает каталог и все его содержимое на новый адрес в файловой системе |
| Parent | Возвращает родительский каталог в иерархии файловой системы |

Работа с типом DirectoryInfo начинается с того, что мы создаем экземпляр класса (объект), указывая при вызове конструктора в качестве параметра путь к нужному каталогу. Если мы хотим обратиться к текущему каталогу (то есть каталогу, в котором в настоящее время производится выполнение приложения), вместо параметра используется обозначение ".". Например:

|  |
| --- |
| // Создаем объект DirectoryInfo, которому будет обращаться к текущему каталогу DirectoryInfo dir1 = new DirectoryInfo("."); // Создаем объект DirectoryInfo, которому будет обращаться к каталогу С:\Temp DirectoryInfo dir2 = new DirectoryInfo(@"C:\Temp"); |

Если мы попытаемся создать объект DirectoryInfo, связав его с несуществующим каталогом, то будет сгенерировано исключение System.IO.DirectoryNotFoundException. Если же все нормально, то мы сможем получить доступ к данному каталогу.

В примере, который приведен ниже, мы создаем объект DirectoryInfo, который связан с каталогом C:\Temp, и выводим информацию о данном каталоге:

|  |
| --- |
| using System;  using System.IO;  namespace MyProgram  {  class Program  {  static void Main(string[] args)  {  DirectoryInfo dir = new DirectoryInfo(@"C:\Temp");  Console.WriteLine("\*\*\*\*\* " + dir.Name + " \*\*\*\*\*");  Console.WriteLine("FullName: {0}", dir.FullName);  Console.WriteLine("Name: {0}", dir.Name);  Console.WriteLine("Parent: {0}", dir.Parent);  Console.WriteLine("Creation: {0}", dir.CreationTime);  Console.WriteLine("Attributes: {0}", dir.Attributes.ToString());  Console.WriteLine("Root: {0}", dir.Root);  }  }  } |

Через DirectoryInfo можно не только получать доступ к информации о текущем каталоге, но получить доступ к информации о его подкаталогах:

|  |
| --- |
| using System;  using System.IO;  namespace DirectoryInfo2  {  class Program  {  static void printDirect(DirectoryInfo dir)  {  Console.WriteLine("\*\*\*\*\* " + dir.Name + " \*\*\*\*\*");  Console.WriteLine("FullName: {0}", dir.FullName);  Console.WriteLine("Name: {0}", dir.Name);  Console.WriteLine("Parent: {0}", dir.Parent);  Console.WriteLine("Creation: {0}", dir.CreationTime);  Console.WriteLine("Attributes: {0}", dir.Attributes.ToString());  Console.WriteLine("Root: {0}", dir.Root);  }  static void Main(string[] args)  {  DirectoryInfo dir = new DirectoryInfo(@"C:\");  printDirect(dir);  DirectoryInfo[] subDirects = dir.GetDirectories();  Console.WriteLine("Найдено {0} подкаталогов", subDirects.Length);  foreach (DirectoryInfo d in subDirects)  {  printDirect(d);  }  }  }  } |

# Работа с файлами

### Класс Filelnfo

Класс Filelnfo предназначен для организации доступа к физическому файлу, который содержится на жестком диске компьютера. Он позволяет получать информацию об этом файле (например, о времени его создания, размере, атрибутах и т. п.), а также производить различные операции, например, по созданию файла или его удалению. Класс FileInfo наследует члены класса FileSystemInfo и содержит дополнительный набор членов, который приведен в следующей таблице:

|  |  |
| --- | --- |
| **Член** | **Описание** |
| AppendText() | Создает объект StreamWriter для добавления текста к файлу |
| CopyTo() | Копирует уже существующий файл в новый файл |
| Create() | Создает новый файл и возвращает объект FileStream для взаимодействия с этим файлом |
| CreateText() | Создает объект StreamWriter для записи текстовых данных в новый файл |
| Delete() | Удаляет файл, которому соответствует объект FileInfo |
| Directory | Возвращает каталог, в котором расположен данный файл |
| DirectoryName | Возвращает полный путь к данному файлу в файловой системе |
| Length | Возвращает размер файла |
| MoveTo() | Перемещает файл в указанное пользователем место (этот метод позволяет одновременно переименовать данный файл) |
| Name | Позволяет получить имя файла |
| Ореn() | Открывает файл с указанными пользователем правами доступа на чтение, запись или совместное использование с другими пользователями |
| OpenRead() | Создает объект FileStream, доступный только для чтения |
| OpenText() | Создает объект StreamReader (о нем также будет рассказано ниже), который позволяет считывать информацию из существующего текстового файла |
| OpenWrite() | Создает объект FileStream, доступный для чтения и записи |

Как мы видим, большинство методов FileInfo возвращает объекты (FIleStream, StreamWriter, StreamReader и т. п.), которые позволяют различным образом взаимодействовать с файлом, например, производить чтение или запись в него.

# Коллекции

Коллекции в C# делятся на обобщенные и необобщенные. Начнем знакомство с необобщенных коллекций. Для работы с ними требуется подключить пространство имен System.Generic.

Решим задачу. Есть файл в формате csv представляющий собой информацию о студентах в следующем виде

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **firstName** | **secondName** | **univercity** | **faculty** | **department** | **age** | **сourse** | **group** | **city** |
| **Тип данных** | Строка | Строка | Строка | Строка | Строка | Целое число | Целое число от 1 до 6 | Целое число | Строка |
| **Описание** | Имя студента | Фамилия студента | Наименование университета | Наименование факультета | Наименование кафедры | Возраст студента | Номер курса; 1..4 бакалавр; 5..6 магистр | Номер группы | Название города студента |

Формат .csv это файл в котором данные разделены между собой каким-то разделителем. В нашем файле это символ ‘;’. Считаем файл и решим следующие задачи:

1. Сколько всего студентов?
2. Сколько всего бакалавров?
3. Сколько всего магистров?
4. Вывести всех студентов (по ФИО) в алфавитном порядке.

|  |
| --- |
| using System;  using System.Collections;  using System.IO;  namespace BigFiles  {  class Program  {  static void Main(string[] args)  {  int bakalav = 0;  int magistr = 0;  // Создадим необобщенный список  ArrayList list = new ArrayList();  // Запомним время в начале обработки данных  DateTime dt = DateTime.Now;  StreamReader sr = new StreamReader("students\_1.csv");  while(!sr.EndOfStream)  {  try {  string[] s = sr.ReadLine().Split(';');  // Console.WriteLine("{0}", s[0], s[1], s[2], s[3], s[4]);  list.Add(s[1]+" "+s[0]);// Добавляем склееные имя и фамилию  if (int.Parse(s[6]) < 5) bakalav++; else magistr++;  }  catch  {  }  }  sr.Close();  list.Sort();  Console.WriteLine("Всего студентов:{0}", list.Count);  Console.WriteLine("Магистров:{0}", magistr);  Console.WriteLine("Бакалавров:{0}", bakalav);  foreach (var v in list) Console.WriteLine(v);  // Вычислим время обработки данных  Console.WriteLine(DateTime.Now - dt);  Console.ReadKey();  }  }  } |

Хотя необобщенные списки это довольно мощный инструмент для работы, их использование черевато ошибками связанными с типами данных, так как эти списки хранят в себе ссылки на объекты общего для всех типа object и за типом приходится следить программисту. Начиная с версии 2.0, в C# появились обобщенные списки.

Рассмотрим решение этой же задачи с использованием обобщенных списков. Для решения этой задачи требуется подключить пространство имен System.Collections.Generic.

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.IO;  namespace BigFiles\_List\_Generic  {  class Student  {  public string lastName;  public string firstName;  public string univercity;  public string faculty;  public int course;  public string department;  public int group;  public string city;  int age;  // Создаем конструктор  public Student(string firstName, string lastName, string univercity, string faculty, string department, int age, int course, int group, string city)  {  this.lastName = lastName;  this.firstName = firstName;  this.univercity = univercity;  this.faculty = faculty;  this.department = department;  this.course = course;  this.age = age;  this.group = group;  this.city = city;  }  }  class Program  {  static int MyDelegat(Student st1, Student st2) // Создаем метод для сравнения для экземпляров  {    return String.Compare(st1.firstName, st2.firstName);// Сравниваем две строки  }  static void Main(string[] args)  {  int bakalav = 0;  int magistr = 0;  List<Student> list = new List<Student>(); // Создаем список студентов  DateTime dt = DateTime.Now;  StreamReader sr = new StreamReader("students\_6.csv");  while (!sr.EndOfStream)  {  try  {  string[] s = sr.ReadLine().Split(';');  // Добавляем в список новый экземпляр класса Student  list.Add(new Student(s[0],s[1],s[2],s[3],s[4],int.Parse(s[5]),int.Parse(s[6]),int.Parse(s[7]),s[8]));  // Одновременно подсчитываем количество бакалавров и магистров  if (int.Parse(s[6]) < 5) bakalav++; else magistr++;  }  catch(Exception e)  {  Console.WriteLine(e.Message);  Console.WriteLine("Ошибка!ESC - прекратить выполнение программы");  // Выход из Main  if (Console.ReadKey().Key == ConsoleKey.Escape) return;  }  }  sr.Close();  list.Sort(new Comparison<Student>(MyDelegat));  Console.WriteLine("Всего студентов:" + list.Count);  Console.WriteLine("Магистров:{0}", magistr);  Console.WriteLine("Бакалавров:{0}", bakalav);  foreach (var v in list) Console.WriteLine(v.firstName);  Console.WriteLine(DateTime.Now - dt);  Console.ReadKey();  }  }  } |

# 

# 

# Практическая часть урока

### Задача1. Последовательность Фибоначчи

Создать файл и записать в него n первых членов последовательности Фибоначчи. Вывести на экран все компоненты файла с порядковым номером кратным 3.

|  |
| --- |
| using System;  using System.IO;  namespace FibonachiSeries  {  class Program  {  static void Save(string fileName, int n)  {  FileStream fs = new FileStream(fileName, FileMode.Create, FileAccess.Write);  BinaryWriter bw = new BinaryWriter(fs);  uint a0 = 0; // uint - занимает 4 байта  uint a1 = 1;  uint a = a1;  bw.Write(a0);  bw.Write(a1);  for (int i = 2; i < n; i++)  {  a = a0 + a1;  bw.Write(a);  a0 = a1;  a1 = a;  }  fs.Close();  bw.Close();  }  static void Load(string fileName)  {  FileStream fs = new FileStream(fileName, FileMode.Open, FileAccess.Read);  BinaryReader br = new BinaryReader(fs);  for (int i = 1; i <= fs.Length / 4; i++) // uint занимает 4 байта  {  uint a = br.ReadUInt32();  if (i % 3 == 0) Console.WriteLine("{0,3} {1}",i, a);  }  br.Close();  fs.Close();  }  static void Main(string[] args)  {  Save("data.bin", 33);  Load("data.bin");  Console.ReadKey();  }  }  } |

### Задача 2. Сложная задача ЕГЭ

Для заданной последовательности неотрицательных целых чисел необходимо найти максимальное произведение двух её элементов, номера которых различаются не менее, чем на 8. Значение каждого элемента последовательности не превышает 100 000. Количество элементов последовательности равно 100 000. Сгенерировать файл из случайных чисел и решить эту задачу:

|  |
| --- |
| using System;  using System.IO;  namespace BigSeries  {  class Program  {  static void Save(string fileName, int n)  {  Random rnd = new Random();  FileStream fs = new FileStream(fileName, FileMode.Create, FileAccess.Write);  BinaryWriter bw = new BinaryWriter(fs);  for (int i = 1; i < n; i++)  {  bw.Write(rnd.Next(0,100000)); // int -занимает 4 байта  }  fs.Close();  bw.Close();  }  static void Load(string fileName)  {  DateTime d = DateTime.Now;  FileStream fs = new FileStream(fileName, FileMode.Open, FileAccess.Read);  BinaryReader br = new BinaryReader(fs);  int[] a = new int[fs.Length / 4];  for (int i = 0; i < fs.Length / 4; i++) // int занимает 4 байта  {  a[i] = br.ReadInt32();  // if (i % 3 == 0) Console.WriteLine("{0,3} {1}", i, a);  }  br.Close();  fs.Close();  int max = 0;  for (int i = 0; i < a.Length; i++)  for (int j = 0; j < a.Length; j++)  if (Math.Abs(i - j) >= 8 && a[i] \* a[j] > max) max = a[i] \* a[j];  Console.WriteLine(max);  Console.WriteLine(DateTime.Now - d);  }  static void Main(string[] args)  {  Save("data.bin", 100000);  Load("data.bin");  Console.ReadKey();  }  }  } |

### 

### 

### Задача 3. Минимум функции

Написать программу сохранения результатов вычисления заданной функции в файл для дальнейшей обработки файла. Разбить программу на две функции: одна записывает данные функции в файла на промежутке от a до b с шагом h, а другая считывает данные и находит минимум функции.

|  |
| --- |
| using System;  using System.IO;  namespace DoubleBinary  {  class Program  {  public static double F(double x)  {  return x \* x-50\*x+10;  }  public static void SaveFunc(string fileName, double a,double b,double h)  {  FileStream fs = new FileStream(fileName, FileMode.Create, FileAccess.Write);  BinaryWriter bw = new BinaryWriter(fs);  double x = a;  while (x<=b)  {  bw.Write(F(x));  x += h;// x=x+h;  }  bw.Close();  fs.Close();  }  public static double Load(string fileName)  {  FileStream fs = new FileStream(fileName, FileMode.Open, FileAccess.Read);  BinaryReader bw = new BinaryReader(fs);  double min = double.MaxValue;  double d;  for(int i=0;i<fs.Length/sizeof(double);i++)  {  // Считываем значение и переходим к следующему  d = bw.ReadDouble();  if (d < min) min = d;  }  bw.Close();  fs.Close();  return min;  }  static void Main(string[] args)  {  SaveFunc("data.bin", -100, 100, 0.5);  Console.WriteLine(Load("data.bin"));  Console.ReadKey();  }  }  } |

### Задача 4. Сканер

Написать программу нахождение всех адресов почты в заданной папке.

|  |
| --- |
| using System;  using System.Text.RegularExpressions;  using System.IO;  // Пример сканирования папки D:\Temp на поиск всех адресов e-mail  namespace MailScan  {  class Program  {  static void Main(string[] args)  {  // Получаем список файлов в папке. AllDirectories - сканировать так же и подпапки  string[] fs = Directory.GetFiles("D:\\temp", "\*.\*", SearchOption.AllDirectories);  // Просматриваем каждый файл в массиве  foreach(var filename in fs)  {  // Создаем регулярное выражения дя поиска почтовых адресов  Regex regex = new Regex(@"(\w+@[a-zA-Z\_]+?\.[a-zA-Z]{2,6})");  // Считываем файл  string s = File.ReadAllText(filename);  Console.WriteLine(filename);  // Выводим найденые адреса на экран  foreach (var c in regex.Matches(s))  Console.Write("{0} ",c);  }  Console.ReadKey();  }  }  } |

## Пример делегата

Предположим нам нужно отсортировать массив целых чисел, каким-то своеобразным способом. Для этого мы создаем собственную функцию, которая сравнивает два элемента и передаем ее посредством делегата в метод Sort класса Array.

|  |
| --- |
| using System;  namespace ConsoleApplication2  {  class Program  {  static int Compare(int a,int b)  {  if (a%10 > b%10) return 1;  if (a%10 < b%10) return -1;  return 0;  }  static void Main(string[] args)  {  int[] a = new int[20];  for (int i = 0; i < a.Length; i++)  a[i] = i;  Array.Sort(a,Compare);  foreach (var el in a)  {  Console.Write("{0,4}",el);  }    }  }  } |

# Домашнее задание

1. Изменить программу вывода функции так, чтобы можно было передавать функции типа double(double,double). Продемонстрировать работу на функции с функцией a\*x^2 и функцией a\*sin(x).
2. \*Модифицировать программу нахождения минимума функции так, чтобы можно было передавать функцию в виде делегата. Сделать меню с различными функциями и представьте пользователю выбор для какой функции и на каком отрезке находить минимум. Используйте массив делегатов.
3. Подсчитайте количество студентов:  
   а) учащихся на 5 и 6 курсах;  
   б)\*подсчитайте сколько студентов в возрасте от 18 до 20 лет на каком курсе учатся(частотный массив);  
   в) отсортируйте список по возрасту студента  
   г) \*\*отсортируйте список по курсу и возрасту студента

**Дополнительное домашнее задание**

1. \*\*В файле могут встречаться номера телефонов, записанные в формате xx-xx-xx, xxx-xxx или xxx-xx-xx. Вывести все номера телефонов, которые содержатся в файле.
2. \*\*Модифицировать задачу “Сложную задачу” ЕГЭ так, чтобы она решала задачу с 10 000 000 элементов менее чем за минуту.
3. \*\*\*В заданной папке найти во всех html файлах теги <img src=...> и вывести названия картинок. Использовать регулярные выражения.

Достаточно решить 3 задачи. Старайтесь разбивать программы на подпрограммы. Переписывайте в начало программы условие и свою фамилию. Все программы сделать в одном решении.

# 
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